Abstract Refactoring is the process of improving the design of existing programs without changing their functionality[1]. Its key characteristic is the focus on the structural change, strictly separated from changes in functionality.

The Refactoring Functional Programs project group at the University of Kent is building the HaRe[2, 3] system to support refactorings for Haskell programs. HaRe supports the full Haskell 98 and is integrated into two standard development environments: Emacs and Vim. HaRe preserves both the comments and the layout of refactored programs. It is built using the ProgManager front end for Haskell[4] and the Strafinski library for generic abstract syntax tree (AST) traversals[5]. The first version of HaRe was released in October 2003, reported in the paper[3], and it supports a dozen of basic structural refactorings including renaming, generalisation, inlining, scope change and a number of others.

More recent work has concentrated on making the tool stronger and more usable in real projects. This includes:

- making all the implemented refactorings module-aware, so that a change will be reflected in all the modules in a project, rather than just in the module where the change is initiated;
- adding various refactorings for the module systems such as moving definitions between modules, cleaning up the imports, etc;
- adding data-type oriented refactorings such as transforming a concrete algebraic data-type to an abstract data type(ADT).

The poster will report on these aspects in more detail, including illustrative examples.

Our current work is focusing on making the structure of HaRe more open so as to allow the users to define their own refactorings in two different ways: the user can either build their own composite refactorings using the existing basic refactorings and the high-level combinators provided by the system, or build their own basic refactorings using the low-level well-defined API which supports program analysis and AST manipulation. An up-to-date snapshot of HaRe is shown in Figure 1.
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